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on floating-point multiplication, But applicable to many other operations ! Example : simple float multiplication, compiled for TI's MSP430 float fmul ( float a , float b ) { return ( a * b ); }
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Optimization principle F = mul(M, X)
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Conclusion for multiplication

Demonstration that runtime code generation is a realistic goal 
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